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## 

## Add Endpoints

#### add/NewEngagement

* Method: POST Request
* Inputs: Json that contains proper Engagement fields according to engagementSchema.
* Outputs:
  + 200: Successful Request, returns results of the mongo Query
  + 400: Query Error, returns error type / message/ results of the mongo Query
  + 405: Not POST request
  + 422: Validation Error, returns error type / message / summary of errors
  + 500: Connection Error / Failed to connect to DB, returns error type / message
    - Also catches any other errors that may occur, such as in the code logic
* Description: Endpoint creates a New Engagement.

#### add/NewTestPlan

* Method: POST Request
* Inputs: Json that contains proper TestPlan fields according to testPlanSchema.
* Outputs:
  + 200: Successful Request, returns results of the mongo Query
  + 400: Query Error, returns error type / message/ results of the mongo Query
  + 405: Not POST request
  + 422: Validation Error, returns error type / message / summary of errors
  + 500: Connection Error / Failed to connect to DB, returns error type / message
    - Also catches any other errors that may occur, such as in the code logic
* Description: Endpoint creates a New TestPlan.

#### add/NewTestCase

* Method: POST Request
* Inputs: Json that contains proper TestCase fields according to testCaseSchema.
* Outputs:
  + 200: Successful Request, returns results of the mongo Queries
    - Contains two queries (queryResult and testPlanUpdateResult): the first inserts the TestCase, the second updates the parent TestPlan’s child references
  + 400: Query Error, returns error type / message/ results of the mongo Query
    - May fail for either queryResult or testPlanUpdateResult
  + 405: Not POST request
  + 422: Validation Error, returns error type / message / summary of errors
  + 500: Connection Error / Failed to connect to DB, returns error type / message
    - Also catches any other errors that may occur, such as in the code logic
* Description: Endpoint creates a New TestCase.

#### add/NewTest

* Method: POST Request
* Inputs: Json that contains proper Test fields according to testSchema.
* Outputs:
  + 200: Successful Request, returns results of the mongo Queries
    - Contains two queries (queryResult and testCaseUpdateResult): the first inserts the TestCase, the second updates the parent TestPlan’s child references
  + 400: Query Error, returns error type / message/ results of the mongo Query
    - May fail for either queryResult or testCaseUpdateResult
  + 405: Not POST request
  + 422: Validation Error, returns error type / message / summary of errors
  + 500: Connection Error / Failed to connect to DB, returns error type / message
    - Also catches any other errors that may occur, such as in the code logic
* Description: Endpoint creates a New Test.

#### add/NewResult

* Method: POST Request
* Inputs: Json that contains proper Test fields according to testSchema.
* Outputs:
  + 200: Successful Request, returns results of the mongo Queries
    - Contains two queries (queryResult and testCaseUpdateResult): the first inserts the TestCase, the second updates the parent TestPlan’s child references
  + 400: Query Error, returns error type / message/ results of the mongo Query
    - May fail for either queryResult or testCaseUpdateResult
  + 405: Not POST request
  + 422: Validation Error, returns error type / message / summary of errors
  + 500: Connection Error / Failed to connect to DB, returns error type / message
    - Also catches any other errors that may occur, such as in the code logic
* Description: Endpoint creates a New Result.

#### addBOMDevices

* Method: POST request
* Inputs:
  + devices field containing a list of proper bomDevices with fields according to bomDevice Schema.
  + testCaseId field
  + testPlanId field
* Outputs:
  + 200: Successful Request
  + 405: Not POST request
  + 500: Returns the message of any error that occurred
* Description: Given a list of devices, and the Id’s of the parent TestCase and TestPlan, it adds the list of devices to the TestCase BOM and the TestPlan summaryBOM.

#### addLibraryDevice

* Method: POST request
* Inputs: Json that contains proper libraryDevice fields according to libraryDeviceSchema
* Outputs:
  + 200: Successful Request
  + 405: Not POST request
  + 500: Returns the message of any error that occurred
* Description: Adds a device to the library

## 

## Clone Endpoints

#### cloneTestPlan

* Method: POST request
* Inputs: Json that contains proper TestPlan fields according to testPlanSchema
* Outputs:
  + 200: Success
  + 405: Not POST request
  + 500: Failure
* Description: clones a test plan from test plan library (including the test cases, tests, and BOMs)

#### cloneTestCase

* Method: POST request
* Inputs: Json that contains proper TestCase fields according to testCaseSchema
* Outputs:
  + 200: Success
  + 405: Not POST request
  + 500: Failure
* Description: clones a test case from test case library (including the tests and BOM)

#### cloneTest

* Method: POST request
* Inputs: Json that contains proper Test fields according to testSchema
* Outputs:
  + 200: Success
  + 405: Not POST request
  + 500: Failure
* Description: clones a test from test library

## 

## Get Endpoints

#### getActiveEngagements

* Method: GET Request
* Inputs: /
* Outputs: List of engagements
* Description: get all the engagement with an active status (status code greater than 13)

#### getEngagementDetails

* Method: GET Request
* Inputs: Engagement id
* Outputs: A json file that contains all the Engagement fields, and all details of its nested layers (test plans, test cases, and tests)
* Description: get all the engagement details by id (use case: export the Engagement as json)

#### getEngagement

* Method: GET Request
* Inputs: Engagement id
* Outputs: List of engagements that has the engagement id
* Description: get engagement by id, though a list is returned, there should be either 0 or 1 items in this list

#### getTestPlansByEngagementId

* Method: GET Request
* Inputs: engagement id
* Outputs: List of test plans
* Description: get all the test plans belong to the specific engagement

#### getTestPlans

* Method: GET request
* Inputs: engagementID
* Outputs: List of test plans
* Description: returns an array with all the archived test plans associated with an engagement

#### getTestCasesByTestPlan

* Method: GET Request
* Inputs: test plan id
* Outputs: List of test cases
* Description: get all the test cases belong to the specific test plan

#### getResults

* Method: GET request
* Inputs: test id
* Outputs: list of results
* Description: get all the results of the specific test

#### getLibraryTestPlans

* Method: GET Request
* Inputs: /
* Outputs: A list of test plans
* Description: get all test plans from the test plan library

#### getLibraryTestCases

* Method: GET Request
* Inputs: /
* Outputs: A list containing all the test cases in the test case library
* Description: get all test cases from the library of test cases

#### getLibraryTests

* Method: GET Request
* Inputs: /
* Outputs: A list of tests
* Description: get all tests from the test library

#### getAllDevices

* Method: GET Request
* Inputs: /
* Outputs: List of devices
* Description: get all the library devices

## 

## Edit Endpoints

#### edit/Engagement

* Method: PUT request
* Inputs: Json that contains proper Engagement fields according to engagementSchema
  + 200: Successful Request, returns results of the mongo Query
  + 400: Query Error, returns error type / message/ results of the mongo Query
  + 405: Not PUT request
  + 422: Validation Error, returns error type / message / summary of errors
  + 500: Connection Error / Failed to connect to DB, returns error type / message
    - Also catches any other errors that may occur, such as in the code logic
* Description: updates an existing engagement with the provided fields

#### edit/TestPlan

* Method: PUT request
* Inputs: Json that contains proper TestPlan fields according to testPlanSchema.
* Outputs:
  + 200: Successful Request, returns results of the mongo Query
  + 400: Query Error, returns error type / message/ results of the mongo Query
  + 405: Not PUT request
  + 422: Validation Error, returns error type / message / summary of errors
  + 500: Connection Error / Failed to connect to DB, returns error type / message
    - Also catches any other errors that may occur, such as in the code logic
* Description: updates an existing TestPlan with the provided fields

#### edit/TestCase

* Method: PUT request
* Inputs: Json that contains proper TestCase fields according to testCaseSchema.
* Outputs:
  + 200: Successful Request, returns results of the mongo Query
  + 400: Query Error, returns error type / message/ results of the mongo Query
  + 405: Not PUT request
  + 422: Validation Error, returns error type / message / summary of errors
  + 500: Connection Error / Failed to connect to DB, returns error type / message
    - Also catches any other errors that may occur, such as in the code logic
* Description: updates an existing TestCase with the provided fields

#### edit/Test

* Method: PUT request
* Inputs: Json that contains proper Test fields according to testSchema.
* Outputs:
  + 200: Successful Request, returns results of the mongo Query
  + 400: Query Error, returns error type / message/ results of the mongo Query
  + 405: Not PUT request
  + 422: Validation Error, returns error type / message / summary of errors
  + 500: Connection Error / Failed to connect to DB, returns error type / message
    - Also catches any other errors that may occur, such as in the code logic
* Description: updates an existing Test with the provided fields

#### edit/Result

* Method: PUT request
* Inputs: Json that contains proper Result fields according to resultSchema.
* Outputs:
  + 200: Successful Request, returns results of the mongo Query
  + 400: Query Error, returns error type / message/ results of the mongo Query
  + 405: Not PUT request
  + 422: Validation Error, returns error type / message / summary of errors
  + 500: Connection Error / Failed to connect to DB, returns error type / message
    - Also catches any other errors that may occur, such as in the code logic
* Description: updates an existing Result with the provided fields

#### edit/ActivateTestPlan

* Method: PUT request
* Inputs:
  + engagementId
  + testPlanId
* Outputs:
  + 200: Successful Request, returns results of the mongo Query
  + 400: Query Error, returns error type / message/ results of the mongo Query
  + 405: Not PUT request
  + 500: Connection Error / Failed to connect to DB, returns error type / message
    - Also catches any other errors that may occur, such as in the code logic
* Description: Makes the specified test plan active for the corresponding parent engagement

#### editDeviceInBOM

* Method: PUT request
* Inputs:
  + testCaseId
  + testPlanId
  + devices (a list of BOM devices, though there should be exactly 1 element)
* Outputs:
  + 200: Successful Request, returns results of the mongo Query
  + 405: Not PUT request
  + 422: Validation Error, returns error type / message / summary of errors
  + 500: Connection Error / Failed to connect to DB, returns error type / message
* Description: Updates the input device entry in BOM of the corresponding test case; automatically updates the summaryBOM of the corresponding test plan

## Delete Endpoints

#### deleteEngagement

* Method: POST request
* Inputs: engagement id
* Outputs:
  + 200: Success
  + 405: Not POST request
  + 500: Failure
* Description: Deletes an engagement

#### deleteTestPlan

* Method: POST request
* Inputs: \_id (test plan id), parentEngagementId
* Outputs:
  + 200: Success
  + 405: Not POST request
  + 500: Failure
* Description: Deletes a test plan, along with all the nested layers

#### deleteTestCase

* Method: POST request
* Inputs: \_id (test case id), parentTestPlanId
* Outputs:
  + 200: Success
  + 405: Not POST request
  + 500: Failure
* Description: Deletes a test plan, along with all the nested layers

#### deleteTest

* Method: POST request
* Inputs: \_id (test id), parentTestCaseId
* Outputs:
  + 200: Success
  + 405: Not POST request
  + 500: Failure
* Description: Deletes a test, along with all the nested layers

#### deleteTestCaseBOM

* Method: POST request
* Inputs: \_id (id of the BOM entry), parentTestCaseId
* Outputs:
  + 200: Success
  + 405: Not POST request
  + 500: Failure
* Description: Deletes a device entry in the BOM of the parent test case; automatically updates the summaryBOM of the corresponding test plan

#### deleteResult

* Method: POST request
* Inputs: \_id (result id), parentTestId
* Outputs:
  + 200: Success
  + 405: Not POST request
  + 500: Failure
* Description: Deletes a result